**Introduction**

This document is part of our “First Steps in R” resources. It follows on from similar documents about vectors and functions in R. It is assumed that the reader understands how to define numerical and character vectors and call a function in R. If you would like to recap these topics, the documents and videos are on the MASH website.

**What is a matrix?**

In mathematics, a vector can be thought of as a single line of numbers in order, usually written in a column like so:

A matrix is a grid of numbers arranged in rows and columns like so:

Although there are differences between matrices in R and in mathematics, this grid arrangement is the key feature that they have in common.

**Defining a numerical matrix in R**

The following code is used to define a matrix in R. We will look at the elements of the code in turn:

new\_matrix <- matrix(1:20, nrow=4, ncol=5)

In R, a matrix is an “object.” To define any new object we begin by giving it a name. Then we use the assignment operator “<-“ to tell R that the definition of the object is about to follow. We will call our matrix new\_matrix:

new\_matrix <-

So far, everything is the same as if we were defining a vector. Next we use the function “matrix” to tell R that the object we are defining will be a matrix.

Once we have stated which numbers we want to arrange in a matrix, we next specify how many rows and columns we want the matrix to have.

In the above example, we chose 4 rows and 5 columns.

The first argument of the “matrix” function must be a vector. In the above example we have used the vector “1:20” which is just the numbers 1,2,3,…20. Any vector can be used. The vector can be defined inside the matrix function like so:

new\_matrix2 <- matrix(c(2,3,2,3,4,6,3,7,6), nrow=3, ncol=3)

In the above example the code tells R to concatenate (join together) the 9 numbers (2, 3, 2, 3, 4, 6, 3, 7, 6) into a matrix with 3 rows and 3 columns. Alternatively we can define the vector first and use the name of the vector as an argument like so:

eg\_vector <- c(2,3,2,3,4,6,3,7,6)

new\_matrix2 <- matrix(eg\_vector, nrow=3, ncol=3)

If we define this matrix

new\_matrix <- matrix(1:20, nrow=4, ncol=5)

in R and then ask R to show us the matrix (by typing new\_matrix) we get the following output:
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By default R arranges the data from our vector “1:20” by going down the first column, then the second column and so on. The matrix function has a fourth argument “byrow” which is set to FALSE by default. If we set change “byrow” to true, R starts by assigning data to the first row, then the second row and so on:
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The preferred order for the arguments in the “matrix” function is as shown above. The vector containing the data must **always** be the first argument. However, we can put the other arguments in any order as long as the labels “nrow=”, “ncol=” and “byrow=” are used. Without labels, these arguments **must** be in the order shown above. Each of these three lines of code all define exactly the same matrix:

new\_matrix <- matrix(1:20, nrow=4, ncol=5, byrow=TRUE)

new\_matrix <- matrix(1:20, ncol=5, byrow=TRUE, nrow=4)

new\_matrix <- matrix(1:20, 4, 5, TRUE)

**Character Matrices**

The previous examples discuss numerical matrices. If we define a character vector and ask R to arrange it into a matrix, the resulting matrix is called a character matrix.

For example:

char\_vec = c("a", "b", "c", "d", "e", "f", "g", "h", "i")

char\_matrix <- matrix(char\_vec, nrow=3, ncol=3)

char\_matrix

produces the following:

![](data:image/png;base64,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)

If we define char\_matrix and new\_matrix as above, we can see in the environment window (top right) that the first is stored as a character matrix and the second as a numeric matrix.
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“chr” stands for character and “int” stands for integer (since all the numbers in our numeric matrix are integers.

**Combining Vectors to make Matrices**

It may be more convenient to define a vector for each row or column of a matrix and then ask R to put the vectors together into a matrix. This can be done with the “rbind” and “cbind” functions. “rbind” combines the vectors as rows and “cbind” as columns like so:
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**Combining numeric and character vectors**

Numeric and character vectors can be combined to make a matrix using “rbind” or “cbind” like so:
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But if we check how R has stored this matrix, we will see that it is a character matrix:
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This means that R is now classifying the first row of the matrix as characters and not numbers. Matrices can only have one data type, and when we combine a character vector and a numeric vector, the numeric data is ‘coerced’ to become characters. If we want a row (or column) of numerical data and another with data stored as characters, we need to use a data frame. Data frames are dealt with in other documents in this series which can be found on the MASH website.

**Exercise**

In ***RStudio***, define:

* A numerical matrix ordered by columns
* A numerical matrix ordered by rows
* A character matrix
* Three numerical vectors of length 5 called a, b and c
* A matrix which has vectors a, b and c as rows
* A matrix which has vectors a, b and c as columns

**Solution to Exercise:**

First let’s create a numerical vector of random integers using the sample() command. The following creates a vector of random integers between 0 and 9 of length 12

> num\_vect1 <- sample(0:9, 12,replace=TRUE)

> num\_vect1

[1] 1 6 1 1 7 5 3 2 7 5 9 0

Now create a matrix ordered by columns (remember the default is by columns)

> num\_mat\_col <- matrix(num\_vect1,nrow=3, ncol=4)

> num\_mat\_col

[,1] [,2] [,3] [,4]

[1,] 1 1 3 5

[2,] 6 7 2 9

[3,] 1 5 7 0

Now create a matrix ordered by rows

> num\_mat\_row <- matrix(num\_vect1,nrow=3, ncol=4, byrow=TRUE)

> num\_mat\_row

[,1] [,2] [,3] [,4]

[1,] 1 6 1 1

[2,] 7 5 3 2

[3,] 7 5 9 0

To create a sequential vector of letters, we can use either ‘letters’ or ‘LETTERS’ depending on whether you want lowercase or capitals. The following creates a character vector with the first 12 letters of the alphabet:

> char\_vect <- letters[1:12]

Can also take a random sample of letters of the alphabet using the sample() function

> char\_vect <- sample(letters[1:12],12, replace=TRUE)

> char\_vect

[1] "d" "a" "g" "d" "b" "f" "d" "f" "f" "b" "f" "i"

The following uses the character vector that has been created to create a character matrix

> matrix\_char <- matrix(char\_vect,3,4)

> matrix\_char

[,1] [,2] [,3] [,4]

[1,] "d" "d" "d" "b"

[2,] "a" "b" "f" "f"

[3,] "g" "f" "f" "i"

Alternatively, you can pick the character strings for your matrix by hand:

char\_vect <- c(“first word”, “second word”, ...)

Now to create three vectors :

> a <- sample(0:9,5,replace=TRUE)

> b <- sample(0:9,5,replace=TRUE)

> c <- sample(0:9,5,replace=TRUE)

> a

[1] 3 7 8 9 7

> b

[1] 7 2 9 7 3

> c

[1] 3 8 9 4 8

(Again, these vectors have been produced by picking numbers between 0 and 9 at random. You don’t have to use the same method here, any numbers will do in your vectors.)

> row\_matrix <- rbind(a,b,c)

> row\_matrix

[,1] [,2] [,3] [,4] [,5]

a 3 7 8 9 7

b 7 2 9 7 3

c 3 8 9 4 8

> col\_matrix <- cbind(a,b,c)

> col\_matrix

a b c

[1,] 3 7 3

[2,] 7 2 8

[3,] 8 9 9

[4,] 9 7 4

[5,] 7 3 8